**1. SIP**

최적화의 의해 생성된 플랜이 좋더라도 비용이 큰 조인연산들은 여전히 남아있다. 이전조인 혹은 인덱싱스캔이 정렬로 주어져 조인입력들은 조인-속성 값에 의해 정렬되기 때문에 일반적으로 머지조인이 가장 빠른 알고리즘이지만 해쉬조인이 더 선호된다. 비 로컬 정보를 고려함으로써 하나의 복잡한 트리내부의 싱글조인의 비용을 줄일 수 있는 다양한 방법들이 있다. 이러한 방법들은 대략적으로 SIP로 추론되고, 실행 계획 트리 구조를 절단하는 방법으로 정보를 운영자에게 전달한다. SIP 전략은 컴파일타임과 런타임 두가지 방법들로 구성되는데 컴파일타임은 세미조인 감속기와 변환기로 구성되어진다. 세미조인은 조인 속성 값들을 트리내부의 다른 피연산자로 보내고 조인 속성 값들은 런타임의 필터로 제공된다. 이 원칙을 계단식하여 세미 조인 전체 프로그램을 구축할 수 있습니다. rewriting은 중첩된 SQL블록이나 뷰에 대한 query를 포함한 query블록 전체에 해당 패러다임을 적용 및 확장시킨다. 이는 비용과 관련하여 컴파일타임에 미리 계획되어질 필요가 있다. 일단 하나의 세미조인이 실행계획안에 생성되어지면 비 선택적이더라도 런타임에 실행되어진다.

반면에, 적응형 런타임 메더스는 영향을 받는 연산자가 실제로 실행될 때까지 실행되는 것은 미루어진다. 적응형 query 처리는 다른 실행계획구조의 조정과 튜플 당 재 정렬을 조인하는 방법이다. 최근의 연구에서는 컴파일시 비용 모델 실행 시 이익 추정치에 의해 보완되고 SIP 기반의 필터가 쿼리를 실행하는 동안 적응 적으로 활성화 또는 비 활성화되는 같은 SIP 전략에 대처했습니다. 그러나 SIP 필터는 완료된 연산자의 결과에 대해서만 구축되어 결합 (및 그룹화)에 의해서만 사용된다.

**2. U-SIP**

U-SIP는 Ubiquitous Sideways Information Passing의 약어로, 도처에 있는 연산결과를 통해 정보들을 구성한다. 기존의 SIP와 다르게 생성된 연산자가 실행이 완료될 때 필터정보가 전달된다. U-SIP는 개념적으로 모든 연산자들의 사이에 활성화될 수 있고, 비용에 민감한 컴파일타임 최적화와 복잡한 비용측정의 런타임 조정이 필요로 하지 않는다. 읽고 병합할 데이터의 양을 줄이기 위한 방법으로 아래와 같다.

- 다른 연산자에 대한 지식은 가치격차의 정보로부터 잠재적인 이익이 될 수 있고, 이는 주어진 query에 대한 다양한 연결을 기초로 하여 query 컴파일타임에서 드러난다.

- 스캔과 병합하는 과정 속에서 정렬된 정보리스트사이에 중요한 차이에 대한 경량화 된 부기와 해쉬 조인들에 의해 생성된 경량화 도메인 필터들을 통해 오버헤드를 낮게 유지한다.

모든 런타임 메커니즘은 연산자 단위로 완전히 비동기로 동작하는데, 이는 파이프라인 아키텍처 및 실행 엔진의 내재된 멀티 스레딩을 방해하지 않으면서 동적 SIP를 추가하기 위함이다.

2.1 Compile-Time Preparation

U-SIP를 가진 query 연산자 트리는 연산자들 사이에서 정보의 sideways flow를 나타낸다. 이러한 에지들을 추론하는 것은 동등 변수들의 개념이다. 만약 변수들이 가지고 있는 값이 완전히 같다면 두 개의 변수는 동등하다고 할 수 있다(![DRW00002ab44478](data:image/gif;base64,R0lGODlhMwANAPUAAAAAAAAAOgAAZgA6ZgA6kABmtjoAADpmtjqQ22YAOmY6AGZmtmaQ22a2/5A6AJBmkJCQ25C225C2/5Db/7ZmALZmZraQOra2/7bb/7b//9uQOtu2Ztu2ttv///+2Zv+2kP/bkP/btv/b2///tv//2////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAACUALAAAAAAzAA0AAAalwJJwSCwaj8ikcslsOo+iyuRJFW4MgAEGSXIAAtOqE7TokCwC5SgRFjM94NJaCJ9SEMJ1u6gB+P9+eEZ1JXdFcyERGg0lIAx5bG5FiYuNj0QaeBwdFRlyF5B7mICAgkSbnZ9EIBBDIAdCH2F6kkWvsW2JRB54JA8doUh9pIFHvCW+wCUhErFCGgUllcG1Q9DSjI1YfmlyCgCmFH8EyrUj36bV6kxBADs=) ).

결과적으로 동등 변수들의 집합을 처리함으로써 변수 ![DRW00002ab4447a](data:image/gif;base64,R0lGODlhCAANAPQAAAAAAAAAOjoAADoAZjo6kDpmtjqQ22Y6kGaQtpA6AJA6OpA6ZpBmOpDb/7a227bb/7b//9uQkNu2ttv///+2Zv/bkP/btv//tv//2////wAAAAAAAAAAAAAAAAAAAAAAACH5BAAAABkALAAAAAAIAA0AAAUsYCaOZGmeqFkJRYYlrnMdU0ZlEkQZYiViC4go0iPULoje4GFRNH4MQOCJCgEAOw==)의 동등 클래스 ![DRW00002ab4447c](data:image/gif;base64,R0lGODlhHgANAPUAAAAAAAAAOgAAZgBmtjoAOjpmtjqQ22YAOmY6AGY6ZmY6kGZmtmaQ22a2/5A6AJA6ZpBmkJCQ25C225Db/7ZmALZmOrZmZrZmkLaQkLa2tra2/7b//9uQOtuQZtuQkNu2ttvbttvb29vb/9v///+2Zv+2kP+2tv/bkP/btv/b2///tv//2////wAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAACH5BAAAACwALAAAAAAeAA0AAAakQJZwSCxiRsWiZ5NsCjsT53AFQQ5JgKwWYFAtpERSo0gSMFmrSoPEAA+9RYpBmGGZNpyxG/0gqg5RJ20pLBVRQiQBUXJEK31DHFqKQ4ZCKBJ5LIKNj2gOc3CQeh8jFkwqGpxDJwRRqHZMJHNCJwVCJYdCKgqQA34Rul+Ic1RWiHorDnosIAlnLFBCHL6ZRBdIFFtas0LFLCoIXEW4e40hUikiQkEAOw==)를 추론할 수 있다.(Figure 4)

|  |
| --- |
| DRW00002ab4447e |

[ Figure 4 : Equivalence variable example ]

2.2 Run-Time Handling of Merge Joins

머지 조인은 조인 변수들의 값들을 오름차순으로 입력 값들을 읽는다. 따라서 모든 머지조인과 연관된 모든 동등변수들은 이러한 변수들의 연결한 가장 큰 현재 변수에 대입될 수 있다. 동등 클래스를 위한 다음 연결로써의 값을 추론할 수 있다.

2.3 Run-Time Handling of Hash Joins

각각의 변수들의 동등 클래스를 위해 내재된 변수 연결을 묘사하는 도메인 필터를 구축하며, 이는 Bloom filte와 range bounds를 포함한다.

|  |
| --- |
| DRW00002ab44480 |

해당 클래스의 모든 변수에 대해 같은 potential domain 및 개별 해시 조인 연산자의 구축 단계에 의해 유지되는 observed domain과 구별한다.

potential domain은 모든 변수를 ![DRW00002ab44482](data:image/gif;base64,R0lGODlhPQANAPUAAAAAAAAAOgA6ZgA6kABmtjoAADo6kDpmkDpmtjqQtjqQ22YAOmY6AGY6kGZmkGZmtmaQZmaQ22a222a2/5A6AJA6OpA6ZpBmOpBmkJCQkJCQtpCQ25C225Db/7ZmALZmOrZmZrZmkLaQOraQkLaQtraQ27bb27bb/7b//9uQOtuQZtuQkNu2Ztu2kNu2ttvbttvb29vb/9v/29v///+2Zv+2kP/bkP/btv/b2///tv//2////wAAAAAAAAAAAAAAACH5BAAAADsALAAAAAA9AA0AAAb9wJ1wN5oNj8ikcslsrlBHVadJrVZ1GOMRq809hjcGQHCymo840HSnK3FdWiFtIo8IdRTJjjWIn5t4AAFrOy8YEBgmSF5CKXQ7NgZGOhWEf1Q5C4Q3GRAZZVsWQh9rNH1CHo9KKgUACDM6F4J2TZlrORoyGDIkfjqiO6SNBEMeCks0CUYsCBccbCKqSrZbWUm/jY8pxKjHSk9DKd47ORu1mlbYOzTeplqpyN4tDs7Q0knUVTkNQoyQkmwq4eEWpdUBWLIAeBuID12VOUOksKFgh48WcJd2YBySj0qIOFx2hBkDKsezjCaReADA8hSTGpbYwFgyM+OOmjZxxBASBAA7)로 초기화하는 반면에, observed domain은 ![DRW00002ab44484](data:image/gif;base64,R0lGODlhPQANAPUAAAAAAAAAOgA6ZgA6kABmtjoAADo6kDpmkDpmtjqQtjqQ22Y6AGY6kGZmkGZmtmaQZmaQ22a222a2/5A6AJA6OpA6ZpBmOpBmkJCQkJCQtpCQ25C225Db/7ZmALZmOrZmkLaQOraQkLaQtraQ27bb27bb/7b//9uQOtuQZtuQkNu2Ztu2kNu2ttvbttvb29vb/9v/29v///+2Zv+2kP/bkP/btv/b2///tv//2////wAAAAAAAAAAAAAAAAAAAAAAACH5BAAAADkALAAAAAA9AA0AAAb+wJwwF4oNj8ikcslspkxHFKdJrVZxF+MRq705rNTaAiAoMcVkM27EZWmFMgkcAmbiJpGcavDe4vV8OS0XDxckSF5CJ3J1SjQGRjgUU0mPkZM5NRgPGGZbFUIelEIoBQAIMTgWAAF0SzKBOR2MSLBaszcZMBcwIn04oDmiQzIJRioIFhs5OCC0SCcEQx0KStHT1cxZScCKtE9DJ9k5NxpL10LU1tLp40vdOTLj8kIrDcrMzq+xs0q26c+U3GAgJNGQUgAOpFoFINsddkIsMZv08IhESaNe0ZLSKAc4IXfo7NHykdkEkbGYfHjDpc6NZUfQlCkIc4hMT0xmZGTmok4Kzyo/Owqx8UJIEAA7)로 초기화 한다. 특정 변수의 범위의 부재를 테스트하기 위해 Bloom filters를 사용하고, 임의의 해시 함수를 사용하는 것이 아닌 0 ~ m-1 사이에 x를 매칭하기 위해 function h(x)를 사용한다.

|  |
| --- |
| ((h(x) < h(y) ∧ D[h(x)] = D[h(y)] = 1  ∧ ∀i : h(x) < i < h(y) : D[i] = 0) ∨  (h(x) > h(y) ∧ D[h(x)] = D[h(y)] = 1  ∧ ∀i : i > h(x) ∨ i < h(y) : D[i] = 0))  ⇒ (y < x ∨ |y − x| > c(h(y) h(x))) |

양의 상수 C와 modulo-m는 difference ![DRW00002ab44486](data:image/gif;base64,R0lGODlhDwANAPQAAAAAAAAAOgA6OjoAADo6ADpmkDpmtmaQtmaQ22a225CQ25Db/7ZmOraQZrbb/7b//9uQZtuQkNu2Ztvb/9v////bkP/btv/b2///2////wAAAAAAAAAAAAAAAAAAAAAAACH5BAAAABkALAAAAAAPAA0AAAU9YCaOZGmep0QAgJCgzDGJV1NQJbSYFUJiClTkMbI4UMZRZcBqNgM7UfI0zQCFxJGO5yvFZpmaAWdSsVykEAA7)다음과 같이 정의한다.

|  |
| --- |
| DRW00002ab44488 |